%matplotlib inline

import matplotlib.pyplot as plt

import numpy as np

X = np.array(

[[7,8],[12,20],[17,19],[26,15],[32,37],[87,75],[73,85], [62,80],[73,60],[87,96],])

labels = range(1, 11)

plt.figure(figsize = (10, 7))

plt.subplots\_adjust(bottom = 0.1)

plt.scatter(X[:,0],X[:,1], label = 'True Position')

for label, x, y in zip(labels, X[:, 0], X[:, 1]):

plt.annotate(

label,xy = (x, y), xytext = (-3, 3),textcoords = 'offset points', ha = 'right', va = 'bottom')

plt.show()
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From the above diagram, it is very easy to see that we have two clusters in out datapoints but in the real world data, there can be thousands of clusters.

Next, we will be plotting the dendrograms of our datapoints by using Scipy library −

from scipy.cluster.hierarchy import dendrogram, linkage

from matplotlib import pyplot as plt

linked = linkage(X, 'single')

labelList = range(1, 11)

plt.figure(figsize = (10, 7))

dendrogram(linked, orientation = 'top',labels = labelList,

distance\_sort ='descending',show\_leaf\_counts = True)

plt.show()

|  |  |
| --- | --- |
| Now, once the big cluster is formed, the longest vertical distance is selected. | Plotting the Dendrograms |
| A vertical line is then drawn through it as shown in the following diagram. As the horizontal line crosses the blue line at two points, the number of clusters would be two. | Blue Line |

El dendrograma nos dice

* Azul- abarca todo los puntos
* Verde – un cluster
* Rojo – otro cluster

Next, we need to import the class for clustering and call its fit\_predict method to predict the cluster.

We are importing *AgglomerativeClustering* class of *sklearn.cluster* library

from sklearn.cluster import AgglomerativeClustering

cluster = AgglomerativeClustering(n\_clusters = 2, affinity = 'euclidean', linkage = 'ward')

cluster.fit\_predict(X)

Next, plot the cluster with the help of following code –

plt.scatter(X[:,0],X[:,1], c = cluster.labels\_, cmap = ‘rainbow’)

![Sklearn Cluster](data:image/png;base64,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)

The above diagram shows the two clusters from our datapoints.